## Answer Question 1 and any TWO other questions.

You may find the following definitions useful throughout this paper:

```
id x = x
const x y = x
converse f x y = f y x
length [] = 0
length (front : rest) = 1 + (length rest)
append a [] = a
append [] b = b
append (front : rest) b = front : (append rest b)
filter pred [] = []
filter pred (front : rest)
    = front : filter pred rest, if pred front
                = filter pred rest, otherwise
```

1. (a) What is a recursive function? Give example function definitions in Miranda for both a stack recursive function and an accumulative recursive function. For each function, provide an example application and give a hand evaluation of that application.
(b) What is a recursive type? Give an example of a built-in recursive type in Miranda. How can you define your own recursive type? Give an example in Miranda of a user-defined type which is recursive.
(c) Explain, with examples, what is meant by the following terms:
higher-order function
currying
partial application
Explain how the above terms are related.

## [Question 1 cont.]

(d) Evaluate each of the following Miranda expressions. If you think that an expression gives an error, say why (if there is more than one error in an expression, explain all of them):

```
[ [ ] ] : [ [ [ ] ] ]
[ [ [ ] ] ] : [ [ ] ]
[ ] : [ ] : [ ]
((3-3)=0) & ((23 / 0) = 0)
((3-3)=0) \/ ((23 / 0) = 0)
exp1
where
exp1 = 25, if (3 < 5 < 27)
    = False, otherwise
exp2 5
where
exp2 = 3, if True
    = 5, otherwise
exp3 5
where
exp3 = id, if False
    = const 3, otherwise
```

2. Here are an auxiliary function "rcons" and three versions ("rev1", "rev2", and "rev3") of a function which takes a list of items and produces a list with the same items in reverse order:
```
rcons a f b = f (a : b)
rev1 [] = []
rev1 (front : rest) = append (rev1 rest) [front]
rev2 items = foldr rcons id items []
rev3 = foldl (converse (:)) []
```

Give the type definitions for rev1, rev2 and rev3 (use polymorphic types where appropriate to give the most general type).

Provide hand evaluations for the following three applications:

```
(rev1 [1,2,3,4])
(rev2 [1,2,3,4])
(rev3 [1, 2, 3, 4])
```

Which of the three versions is the slowest (i.e. takes the most evaluation steps)?
[Total 33]
3. (a) What are algebraic data types? Give examples of the different kinds of algebraic type and how they might be used.
(b) Define a type structure to represent binary trees in which the nodes of the tree hold number values and the leaves also hold number values.
(c) Define a function to find the height of a tree represented using your type, where the height of a tree is the number of nodes along the longest branch from the root to a leaf.
(d) Consider the following function defined for lists. Define an analogous function on the trees represented by your type, where a function is applied to every sub-tree within a tree.

```
map_on_tails f [] = []
map_on_tails f xs = (f xs) : (map_on_tails f (tl xs))
```

(e) Define a function which will take a tree and return a tree containing at each node the height of the corresponding sub-tree in the input tree.
4. (a) Provide definitions, including types, for the two functions (from the Miranda Standard Environment) called foldr and foldl.
(b) What values do the following five expressions compute?

```
foldr (:) [] [1,2,3]
hd (foldr (:) [] [1..])
foldl (:) [] [1,2,3]
foldl (swap (:)) [] [1,2,3]
where
swap f x y = f y x
foldl (swap (:)) [] [1..]
where
swap f x y = f y x
```

(c) Under what circumstances are the functions foldr and foldl interchangeable?
(d) What does the following function do and what is its type?

```
scan op = g
    where
    g r = (r:). rest
    where
    rest [] = []
    rest (a:x) = g (op r a) x
```

5. (a) Why is garbage collection necessary in a graph reduction system?
(b) Describe briefly the operation of the following three garbage-collectors and compare their advantages and disadvantages:

mark-scan<br>two-space copying<br>reference-count

## [15]

(c) Explain how a single-bit reference count can be used for garbage collection. What is the advantage of holding the reference count in the cell pointers instead of in the cells themselves? Why is it necessary to implement a second type of collector when using single-bit reference counts?

